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Introduction

Battleship is a classic Navy strategy guessing game in which players
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To create a program capable of playing Battleship against another play-
er utilizing probability density functions to optimize performance.
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Figure 2: Flow Chart explaining the logic of the
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The program was written in C++ utilizing an object oriented design ap-
proach. The state of the board was stored in a 2-dimentional array of a
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